ABSTRACT
Software projects are seen as a methodology for secondary computing education which is highly appropriate and meets the demands and goals of Computer Science (CS). Yet the majority of models and examples for project-based lessons rely on a traditional software development approach: the waterfall model. In this paper such models are analyzed for their strengths, problems, and deficiencies. Based on the results of the analysis a new approach to projects in secondary computing education is presented which uses the concept of didactic transposition to adapt agile software development methods for project organization, management, and implementation in class. The resulting model applies valuable practices of eXtreme Programming and Scrum and provides a set of tools that allow high school software projects to benefit from modern software development methods. By emphasizing dynamic processes and a clear course of action an attractive perspective on CS is promoted.
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1. INTRODUCTION
In secondary computing education, software projects are promoted to provide an appropriate and student-oriented approach to Computer Science (CS) [19, 23, 32, 39]. Yet, most projects in this context are mainly focused on sequential project layouts that resemble traditional software development (SD) methodologies such as the waterfall model. In recent years it became apparent in professional SE that such methodologies often fail to produce high quality products, bring forward delays in delivery, and insufficiently consider customers’ needs (e.g. [26]). Analogue issues can be found in school projects: unfinished projects, missing time and motivation for testing, neglected documentation, and teachers’ difficulties in managing software projects are just some of the problems reported (cp. [19, 24, 32]). In modern SD, agile methods are promoted to provide a dynamic project management that relies on interaction and short design iterations. Agile methods build upon values and provide practices that are also highly expedient in high school contexts. Therefore, we present a new approach to projects in secondary computing education, which implements the theory of didactic transposition to adapt agile methods for project organization, management and implementation in classroom. Valuable agile practices of eXtreme Programming (XP) [2] and Scrum [39] will provide a set of tools allowing software projects in high schools to reference modern SD by highlighting dynamic processes that help to focus on good results, a clear course of action, and an attractive perspective on professional CS by addressing common problems at the same time. In section 2, research on projects in computing education will be discussed and problems with prevalent models will be analyzed. The findings suggest a missing consideration of the learners’ perspective in project models. In section 3, agile methods in professional and educational settings are discussed for their potential of supporting a learners’ perspective. By describing the agile model for school projects in computing education common agile practices are characterized and adapted. Finally, the model is discussed in the context of existing models, its potential, and issues in computing education.

2. PROJECTS IN EDUCATION
2.1 Project Based Learning
Project-based learning (PBL) is an approach to teaching and learning in the classroom aiming for engaging students in explorative and problem-solving activities in authentic contexts. The concept is described to originate from teaching in Zurich and Paris in the 19th century. Since then, the idea has been picked up by various teachers and researchers and enriched with psychological, pedagogical and sociopolitical aspects, e.g. by Dewey und Kilpatrick [11]. Projects are understood as learning processes that draw on interests and demands of the students by striving for a complex result, often a product. This includes planning, problem-solving, analysis of different solutions and the evaluation of the process and its product. PBL is known for increasing students’ motivation, for strengthening self confidence, and for fostering satisfaction in process and outcome (cp. [5]). Therefore, it is pro-
moted to foster high-level thinking skills including problem-solving and analysis skills. Thus, it helps to gain a deep understanding of topics and processes (cp. [1, 25]). PBL is known to encourage peer interaction (cp. [25]).

In Germany, Frey [16] elaborated PBL by describing the process along the following steps: A project starts with a project idea, which should be based on the interests of the students. Subsequently the idea is specified in order to find agreement on what the class will be trying to achieve. After planning the necessary activities the project plan is carried out. Milestones and meta-communication serve as tools for supporting the process. This model is commonly accepted within Germany and was fundamental for an adapted model in German computing education (cp. 2.3)

Summarizing, projects are characterized by being problem-focused and interdisciplinary, by allowing students a choice of topic and foster personal responsibility. Projects are generally carried out over a longer time span and are often graded “differently”, e.g. by focusing more on processes and applying less pressure.

2.2 PBL in Secondary Computing Education

Because of the above mentioned benefits, PBL is widely used in higher computing education (cp. [6, 13]) and secondary computing education, especially in the context of software projects [39, 41]. Consequently, PBL is recommended as an appropriate approach to computing education in the majority of German curricula. However, there is limited research focusing on methodologies for SD projects in secondary education. Meerbaum-Salant and Hazzan [33] constitute “as far as we know, no general methodology has been developed for software development projects in the high school”. Consequently, they propose an approach which focuses on a mentoring model for teachers (cp. 2.4).

In Germany, a model for high school software projects was proposed by Frey [15] and elaborated by Schubert and Schwill [39]. The majority of published school SD projects can be attributed to this model. Therefore the model will be analyzed in the following.

2.3 A Professional Perspective

A majority of publications concerning the use of projects in secondary computing education stems from the 1980s and 1990s, generally analyzing and adopting the professional approach to SD and adopting the waterfall model for the classroom. The idea was that a professional model for SD would provide an appropriate framework for school projects; it offers students a structured learning process and gives insights into professional SD processes at the same time. In comparison to other subjects using PBL only as a teaching method without a connection to the subject matter itself, projects are scientifically anchored in CS [39]. Consequently, there is a large body of practice reports on SD projects. However, by analyzing publications of the major German conferences in computing education of the last 10 years we could not find any publication concerning methodologies for school projects in general secondary education. However, research shows that teachers consider it as important that students get familiar with SD processes, e.g. by running “through the workflows of the waterfall model” [30].

Figure 1 illustrates the project steps of Schubert and Schwill’s model [39] with the corresponding output of each phase. The proposed model describes student activities along the software life cycle. However, it does not provide methods or practices of how students can reach the expected outcome of each phase. In the problem analysis phase all important environmental conditions need to be gathered clearly and completely. Furthermore, this phase includes planning activities for time, team and equipment. The resulting requirements definition serves as a contract between teacher and students. In the subsequent system design process a model of the system is specified by dividing the “overall system” into modules. Until here, the activities shall be performed by the full team, which is allowed to split up into subgroups for minor tasks. Then, smaller groups handle a module each under their own responsibility. The remaining phases follow the software life cycle.

![Fig. 1. Project model by Schubert and Schwill [39].](image-url)
lated time, heterogeneous student abilities and lessons spread over several weeks. Humbert [23] even summarizes that the pedagogical dimensions of PBL are not sufficiently considered in such a project model. Additional problems of conducting school SD projects are outlined in the following by pursuing a teachers’ perspective.

2.4 A Teachers’ Perspective

Meerbaum-Salant and Hazzan [32] analyzed difficulties encountered by teachers in mentoring SD projects in Israeli high schools. Even though the curricular background and objectives are somewhat different than for projects in general educational settings as described in this paper, the results are similar to the problems reported from German teachers. Additional problems were identified in the contexts of scheduling the project, CS expertise of the teachers, considering students’ individual performances, and evaluation of the project. Teachers describe mentoring of SD projects as a more complex task compared to traditional teaching.

Meerbaum-Salant and Hazzan [33] express the need for a general methodology for SD projects in high school and address the previously identified problems in a mentoring methodology (ACMM). It is intended to support teachers, who are expected to be confident in a variety of knowledge types [32]. Therefore it describes a set of practices (Pedagogical Class Management Aspect, Social Aspect, Project Management Aspect) that shall be considered by teachers while mentoring a project. The ACMM takes into account the principles of agile software (such as communication, simplicity, feedback, respect), which basically are reflected in the teacher-student interaction.

2.5 A Learners’ Perspective

For learning settings, where a team of students is working cooperatively on projects, we see potential for taking the idea of applying agile methods further than it is described in the ACMM: project management can be done by the student team. This can be supported by straightforward and easy to use methods adopted from modern SD. Additionally, students may benefit from experiencing a SD process which also includes management aspects in addition to activities like analysis, designing, coding, and testing, as described in the other models. In the following we demonstrate how problems identified by Meerbaum-Salant and Hazzan [32] may be addressed in such a project by considering agile methods as presented in section 3.

Schedule: Teachers may need to catch up with teaching of material during the project. The sequential project approach does not allow for such a teacher’s intervention without disturbing the process. However, in an iterative project design, issues and success can be discussed in class regularly.

Required CS knowledge: Some teachers admit a lack of project development knowledge. Students will need help with CS knowledge while solving problems. It meets the ideas of PBL if student teams would be empowered to manage projects themselves. This can be supported by easy to follow practices and strategies which make teacher involvement almost unnecessary. Additionally, clearly defined practices may support teachers’ confidence. Heterogeneous student teams stimulate mutual assistance before requiring the help of a teacher.

Students’ individual work: Teachers see a need for personal supervision in order to achieve a timely completion of the project and meeting of the requirements. Agile methods allow for transferring this responsibility to the project team, hence relieving the teacher.

Evaluation of project outcomes: Agile practices naturally lead to a variety of documents which can be considered for project evaluation (e.g. estimates in planning poker or burn-down charts). Furthermore mutual assessment within teams may be performed.

All suggested practices require a change of the project perspective from the teacher to the learner. In section 3 the mentioned agile practices are discussed in more detail and transferred to classroom settings by the use of didactic transposition.

2.6 Didactic Transposition for Project Methodologies

Didactic transposition describes the process of adapting professional knowledge of a domain for teaching scenarios based on a didactic intent [9]. Hazzan et. al. [21] applied didactic transposition on agile SD methods with the intent to create a teaching framework and a mentoring methodology for software projects.

The model for school SD projects discussed in 2.1 can be attributed to didactic transposition as well. Here, the professional process was adapted under consideration of the underlying principles of PBL. Schubert and Schwill [39] emphasize the advantage of a method which is learning activity and learning content at the same time. However, we see potential for shifting the focus from professional process knowledge to modern professional methods which may be adapted in a way that they address previously outlined problems in school SD projects.

In the following, we discuss agile methods in professional SD and in education. We applied didactical transposition for developing an agile approach to projects in computing education which emphasizes a learners’ perspective.

3. AGILE PROJECTS IN COMPUTING EDUCATION

3.1 Agile Methods in Professional and Educational Settings

Agile methods are popular amongst researchers and practitioners for enabling software developers to create systems that are more likely to be accurate in meeting customers requests, finishing in time, building robust systems, and creating usable/readable code (cp. [22]). Therefore, in industry agile methods are currently replacing waterfall or other linear methodologies that are known for shortcomings in the above mentioned goals of SD. Agile methods are focused on social interactions and dynamic creative processes. Hence, developers in agile teams often report on a strong satisfaction in their work experience and strong confidence in their outcomes (cp. [27, 31]).

The agile manifesto of 2001 [3] clearly presents values contrasting traditional linear methodologies and underlying understandings:

\[ \text{values contrast traditional linear methodologies and underlying understandings:} \]
Agile methods are implemented in various frameworks. XP [2] and Scrum [40] are the most prominent implementations applied in industry and academia. Those methodologies define practices to assure compliance with the agile values as described in the agile manifesto. Agile methods are mostly understood to support a development process comprehensively from start to the final stage. However, the individual practices can be classified according to their main targets. Some practices are designed to structure team processes and customer collaboration while other practices focus on the quality of code and outcome.

Recently, several authors report on using agile methods in CS education at university level. Braucht et al. [7] promote the use of agile methods because it helps female students to engage in programming tasks through interaction with peers. Nagappan et al. [34] highlight social experiences, learning processes, and quality of code when using agile methods in CS1 courses. However, literature shows that there may be possible barriers hindering an implementation of agile methods in university scenarios. Rico and Sayani [37] present a study where they found that students had already established their own approaches and habits for SD that were opposing practices of agile methods. According to Rico and Sayani it was almost impossible to convince the students to adhere to the introduced practices of agile methods. In this connection, they recommend to introduce agile methods as early as possible. Consequently, a benefit is assumed in the use of agile methods in school contexts. Literature on agile methods at university levels is still discussing the possibility of conducting a fully-fledged project management according to an implementation as XP or Scrum. Some authors promote an almost complete implementation of XP (e.g. [28]), some recommend to use and adopt a subset of practices (e.g. [8]), while others exclusively use one practice (e.g. pair programming) to support computing education (e.g. [7]). Schneider and Johnson [38] reviewed agile methods in computing education and highlight the importance of applying suitable practices according to their goals instead of fulfilling complete implementation of agile methods. Accordingly, Hazzan and Dubinsky [20] present ten reasons to consider agile methods in computing education.

Yet, literature on agile methods in secondary computing education is rare. Weigend [42] introduced elements of XP (user stories, spikes, test driven development, refactoring, and big visible charts) to provide a project-based iterative infrastructure that supports writing of high quality code. However, a sound methodology for connecting the presented elements in projects was not provided.

The work in hand is based on encouraging classroom experiences presented by Göttel [18]. In various educational CS projects, agile methods, such as pair programming, standup meetings, informative workspaces, and user stories supported students in their project work and additionally helped students to discover social aspects of CS. This success provided our basis for developing a comprehensive agile model for school projects in computing education.

3.2 An Agile Model for Projects in Computing Education (AMoPCE)

As discussed above, PBL represents a common teaching and learning method in computing education. However, even if common models suggest a structure and requirements for school software projects, methods are described insufficiently for the individual phases. Agile methods and modern SD principles provide a set of clearly described strategies that seems well suited for an implementation in school contexts. As described in the agile manifesto, they emphasize communication, visualization, teamwork and common goals. In the following, we want to introduce a model for school software projects that builds on the character of agile methods in order to address the problems outlined in section 2. It follows the agile manifesto by focusing on

1. Students and their interactions
2. Rapid success and working software
3. Collaboration in order to strive for a common goal over fulfilling a contract
4. Responding to change and learning progress over following a plan

The individual strategies and tools are illustrated in fig. 7 and will be described below in an agile model for projects in computing education (AMoPCE).

In this description we focus on processes and methods that are central for the agile SD process. Additional pedagogical aspects such as triggering students' motivation or finding agreement in choosing a project topic are not covered.

The process contains various techniques adapted from professional SD practices. They provide clear lines of action that can be followed by the students (e.g. generating user stories, planning poker, defining tasks). However, before applying them in a project we suggest introducing and practicing each method. On the other hand, an explorative learning approach is possible: The methods describe the processes in such detail that appropriate material can be created which allows students to learn and perform the processes independently.

The methods will be first discussed from a professional perspective, and subsequently transferred in a way that they can be applied in classroom (italic text). Examples will illustrate the process.

3.2.1 Preparation

Creating software requires competencies in programming and using tools. It is the responsibility of the teacher to make sure that the students have acquired the competencies needed for the software project ahead or that they will be able to acquire them during the project (e.g. with provided teaching material). Another aspect considers establishing an appropriate infrastructure (see [33] for further elaboration).

3.2.2 Ideas in

The initial steps of a SD process usually are devoted to requirements analysis listing possible features, approaches, and needs of

---

1 In order to maintain a consistent presentation, methods and practices described in this paper are based on [35], which may be referred to for elaboration and additional information on modern SD practices.
the target audience. This phase is based on interviews, observations, and brainstorming sessions with the customers.

Building upon ideas and interests of students is a central characteristic of PBL. However, experience shows that students may not easily come up with ideas that can be implemented in such a project, especially at the first time. Therefore, an initial presentation of possible projects and the use of creativity techniques (e.g. brainstorming) are suggested. Resulting ideas shall be written down on individual Post-Its or cards for each activity that the software needs to provide (cp. fig. 2).

Fig 2. Post-Its for recording ideas.

3.2.3 User Stories
User stories briefly describe features of a product that should be available to the actual user. Each user story addresses a specific activity of a user and is derived from the ideas of the requirements analysis. They are written from the perspective of a customer. User stories should easily fit on index cards and also be understood by non-developers. They should provide additional space for an estimation of the work effort.

In combination, user stories specify the entire intended product. A final state and amount of user stories has to be accomplished in agreement with the customer. Thereafter, stories are prioritized together with the customer by sorting user stories according to the importance of each story. Priorities are presented using incrementing numbers by powers of ten from 10 (most important) to 50 (least important).

Furthermore, the customer is asked to pick those stories that should be available in the initially delivered outcome or rather first major release. Consequently, discussion and reprioritizing stories may be necessary considering the basic features wanted for the first release.

User stories are created using various brainstorming techniques and take account of domain specific needs, knowledge, and approaches of the actual users specified in the requirements analysis.

A user story
- covers one activity that needs to be addressed
- represents the perspective of the customer
- is short, i.e. contains no more than three sentences
- does not use technical terms
- does not specify technology or tools

Fig. 3. Cards for user stories holding a title, a description, an estimate for workload, and a priority. Estimates will be added after completing the planning poker.

In professional SD projects one of the most important (and often unsuccessful) tasks is to find out what the customer wants. User stories provide a helpful way for achieving this goal. Since the students are going to implement their own ideas in their software projects, this goal does not apply. However, the team needs to find an agreement on the requirements for the software. These will be represented from a user’s perspective: User stories briefly describe how a user interacts with the software. They can be developed from the previously recorded ideas. These need to be analyzed to find out, which interaction is really going to happen. This will be achieved by role playing and observation. Role playing is suggested as an attractive method for computing education to understand processes (cp. [4, 12, 14]). However, some of these examples use role plays in awkward contexts. In contrast, by role playing user interaction with the desired software system, students use a method which is anchored in modern SD processes and helps to identify relevant processes. The rules of the role play are simple: One student pretends to be the software and reacts accordingly. A sheet of paper may be used to illustrate the display. Another student takes the role of the user and instructs the software about what he or she wants to do, according to the previously obtained ideas. The remaining students observe the situation carefully to understand details and constraints of the desired product. The role play should be repeated several times with changing actors until no more new requirements arise. With this experience it should be easy to formulate the requirements from a user’s perspective and write down the corresponding user stories (cp. fig. 3). Finally, the user stories receive a value for their priority. Priorities can be determined as a team, since generally agreement is quickly found.

Communication is an essential element of agile SD. Even if a set of user stories will now describe the final goal, questions and changes will appear in the following process. Since there is no customer who can answer questions and make decisions in order to clarify yet open questions, a group member needs to take over this special role: the product owner. This position may be passed around with each iteration.

3.2.4 Planning Poker
Planning poker is a hands-on method helping participants to estimate time needed for the work packages and guarantees a fair and comprehensible approach amongst all team members. Each participant holds a deck of cards to estimate the workload of a user story. There should be cards representing estimates in comprehensible units (e.g. developer-days) and special cards allowing players to indicate a lack of information, a need for a break, and already finished functionalities as shown in fig. 4.
Each play round is devoted to one user story. A user story is placed in the middle of the table by the dealer and all participants place a card specifying their estimate face down on the table. All played cards are turned at the same time. The dealer collects the played cards and sums up the estimates trying to set up an average estimate. The dealer should address outliers by asking for reasons explaining fundamental differences in the estimates. Furthermore, the dealer should reflect on average estimates referencing the differences in the played cards. After each round the acquired estimate is written on the card of the user story. Additionally, the individual estimates are written on the back of the user story card to keep track of the decision process.

For a student team it is one of the most difficult tasks to estimate the workload and time demands of a given project due to a lack of project experience. Additionally, very likely not all planning relevant aspects are known at this point, learning processes will happen and changes may be necessary. Planning poker describes a playful way for challenging all students of the team to engage in the planning process by analyzing user stories and tasks, relating, estimating, explaining and defending their calculations, thus practicing their communication skills and ability to give and receive criticism.

For school software projects the same card values can be used as in professional SD. However, since these projects comprise a shorter working time, instead of days, 15 minute-periods seem to be appropriate. Each student estimates the time he or she believes he or she would need to implement the user story in focus. User stories should be presented with decreasing priority. Discussion of very divergent estimates will help resolving unspecified requirements and assumptions. After the planning poker is finished, the total workload for all user stories is divided by the number of programmers or programming teams (if pair programming is used) and compared with the time available. Unlike in professional SD, the priority is not to fulfill all requirements of the software but it is indispensable to keep the time available. If there is a major difference, e.g. more than 20 per cent, amount or complexity of the user stories need to be modified.

Again, for planning poker one team member needs to be the dealer. We suggest for this special role the position of a “teammaster”, who leads the planning poker as well as team meetings. In the subsequent process this position also may be passed around with each iteration.

3.2.5 Tasks
After the initial planning poker, user stories are broken down into tasks. Usually each user story can be seen as a collection of tasks. A task is a rough description of a work package that should be done by a single developer. A task should have a unique self-explanatory name and should indicate its priority. The workload of each task should also be estimated by planning poker. Afterwards, task estimates are summed up to double check them with the initial estimates on the corresponding user stories. Thus, these estimates should not differ tremendously.

3.2.6 Iterative Development, Prototypes, and Milestones
Agile processes are designed to provide short iterations that constantly come up with working prototypes that can be used and discussed with users or customers. This allows for rapid feedback loops that help to uncover misunderstandings, to detect issues in using the interface, and to adapt to new requests. An iteration is supposed to be short and has to be balanced according to implementing new features, fixing bugs, responding to change, and considering group dynamics or individual demands. In professional contexts, iterations vary between one week (5 working days) to one month (approximately 20 working days).

Iterations are planned in a team meeting by considering user stories’ priorities, estimates, and the intended duration of an iteration. After deciding on the user stories to work on for the next iteration, they are pinned on a project board including associated tasks.

In school software projects, the planning of long development processes is reported to be difficult. Also, teachers report issues maintaining student motivation while they are not getting a grasp of the product until the whole project is assembled. The learning theory of constructionism emphasizes that learning happens especially felicitously in a context where learners are engaged with creating and investigating a personal relevant product (cp. [35]). Iterative development allows for creating a series of prototypes that can be analyzed, examined and played with in a constructionist sense. Also, such a design of the development processes allows for a higher flexibility in team organization and diversification due to more frequently changing tasks. Hence, each iteration is a mini-project containing each phase of the SD processes (requirements, design, code, test), but is easier to handle. This gives students the opportunity to perform the whole process several times within one project, to learn from and reflect on previous experiences and to take over several tasks in the team (in comparison to other project models, where tasks are more strictly divided amongst students). Besides the iterations, which should not be
longer than one to two weeks (which equals 2-4 lessons), milestones are used to structure the process and point out major achievements within the project. We suggest identifying 2–3 milestones for each project, representing versions of the final product with increasing value. However, only the achievement for the next milestone in the development is determined at a time. Milestones can be used for presenting the project progress for the rest of the class or teachers. Also, milestones should be positioned at times when the project pauses and teacher input is planned. Goals for the next milestone and the project progress are visualized at the project board.

3.2.7 Project Board
Project boards visualize goals and status of a current iteration and support target-oriented discussions. They present user stories and tasks in different status areas. Project boards are updated and discussed throughout the entire process. Thereby, it helps team members to keep track of the progress of the design process: the different areas of the board are used to present goals and accomplishments to the whole team. There are three main status areas: to-do user stories with associated tasks for the current iteration, tasks that are in progress, and completed tasks. Furthermore, there is an area to store user stories that need to be reconsidered in a future iteration. To provide a clear view, another area is reserved for finished user stories, allowing to take off corresponding task cards. Figure 6 presents an accordant project board.

Additionally, a burn-down chart is available on the project board. The chart visualizes the working time left in an iteration and work that needs to be done according to the task estimates. The chart is constantly keeping track of the progress by plotting the remaining sum of tasks at the end of a working unit.

Likewise, in a school software project all user stories with corresponding tasks are collected and presented at the team’s project board. The project board is the central organizational and informative workspace for the entire project and should be available at all times, e.g. by placement at the classroom wall. It is also the meeting point for the regular standup meetings.

3.2.8 Standup Meetings
Standup meetings provide a recurring fast and short update of the efforts of the team: Each team member has to report on accomplished tasks, possible issues in accomplishing certain goals, and a plan for the work day. Meetings are done while standing to guarantee a fast and goal oriented session kicking off a workday and should not exceed 5 to 15 minutes.

In school projects, standup meetings can provide an elegant way for starting off a lesson or working day within a project by encouraging team communication, sustaining motivation and identifying problems. The team gathers around the project board and recalls the project status, success and problems of the last working session and the goals for the day. After each team member has given a short statement the burn down chart is updated. If non-minor problems are identified, a longer meeting may be scheduled.

3.2.9 Pair Programming
Pair programming ensures an elaborated coding style: A pair of programmers uses a single programming environment for coding. The person using the keyboard and mouse is adopting the role of the “driver”. The driver is actually coding and asked to present his or her ideas to the second programmer (the “navigator”) verbally. Meanwhile, the navigator questions the coding outcomes, discusses possible misinterpretations, and seeks for alternative solutions that are more straightforward by keeping in focus the overall goals. The roles of driver and navigator are changed repeatedly during a workday. Programming in pairs helps to detect possible slips in the design and architecture of the code at early stages. Furthermore, it helps programmers to build upon social interaction uncovering misinterpretations of relations and intentions of code parts.

In many schools, two students share one computer due to limited hardware availability and hence often program in pairs. The agile method of pair programming supports this practice and adds a framework that encourages attention from both students, mutual learning and a notion of programming as a social activity.

Fig. 7 illustrates the organization of a school software project based on AMoPCE as described above. Other agile methods and ideas may be included in such a school project as well, e.g. test driven development, refactoring or “keep it simple”.

3.3 Focusing on Programming Style and Outcome
Several agile practices may be applied in the process to bring forward a high quality outcome. However, since these practices are optional for project organization and partly depend on programming environments, in the following they are only summarized but not adapted for school software projects.

3.3.1 Test Driven Development
Test driven development replaces documentation and provides criteria to evaluate the code solutions: Programmers define intended functionalities by writing automatic tests covering all states and the correctness of the accordant results. First reports of using this method in secondary education have been published (e.g. [10]).

3.3.2 Refactoring
Refactoring introduces the idea that every part of the code should be reconsidered and changed if a more accurate solution can be found: Developers should rewrite parts of code without adding functionality when there is a more straightforward solution available that passes all automatic tests. Emphasizing this aspect may raise students’ awareness of efficiency and for evaluating different solutions.

![Fig. 6. Project Board including a burn-down chart.](image)
3.3.3 Keep It Simple

This claim refers to code minimalism: each function should be solved by minimal and straightforward code snippets to ensure an elegant and readable code that is easy to maintain.

4. DISCUSSION

The proposed agile model for SD projects AMoPCE addresses a majority of the previously identified problems. Agile practices fill the learners’ gap between requirements and outcome by providing clearly defined strategies for handling difficult planning tasks. Based on the perception of PBL as a team activity, which is in line with modern SD, a team size of 4-6 students is recommended. Dividing the class into several teams, in comparison to having the full class working on one project as proposed e.g. by Schubert and Schwill [39], allows for addressing a broader range of topics, hence it is easier to meet the interest of more students. Also, it should be much easier to find agreement within smaller teams.

Adopting an iterative project design matches the formal circumstances of school projects. In most cases, projects will be worked at along the regular school timetable, sometimes in a so-called project week on several days. In both settings, pedagogical aspects of working in group settings, such as giving curricular input, intermediate project presentations or discussing of common problem solving strategies, can be taken into account easier, since meetings in plenum are part of the model. Correspondingly, projects are divided into mini-projects, which are easier to overview, plan and understand; bureaucratic overhead is reduced. Classroom-management aspects are addressed with professional practices such as standup meetings. This includes recalling of the project status at the beginning of each lesson and quickly planning the individual and group activities for the day.

Within projects, ideas, students’ motivation, and skills change over time. Due to the limited time available to work on the projects per week, this is especially very likely for school software projects. Agile methods welcome changes and provide mechanisms to adapt to them with often changing tasks and a straightforward implementation of PBL. Students’ confidence is addressed by increasing familiarity stemming from the iterative character of the process.

In comparison to the ACMM, which provides solutions for teachers’ difficulties that are grounded in teaching situations, the proposed agile model provides solutions for students’ difficulties in learning situations. This in return is expected to relieve the teacher. Giving students clearly defined practices to manage their development processes allows teachers to focus on supporting elaboration and implementation of students’ ideas, thus changing the teacher’s role from instructor to coach. This better meets the demands of PBL. Additionally, it allows teachers to highlight creativity and social aspects that are rarely seen in connection with computer science (cp. [8, 29]). Applying an adapted SD methodology in school that is also implemented by well known large scale companies may help teachers and students to build an adequate and appealing understanding of computer science relying on creativity, dynamic change, feedback, and soft skills. These attributes may support an attractive notion of computer science, as found in our first experimental settings with agile methods in school projects [18].

In summary, AMoPCE is suited for supporting the objectives of PBL, for maintaining a professional orientation and for easing the mentoring of software projects. However, in this model curricular aspects such as content and size of a project are not explicitly considered. Nevertheless, it provides the flexibility to fit into a variety of possible scenarios. Evaluation and assessment aspects,
e.g. assessing individual achievement in comparison to group achievement are not determined by the model. However, again practices of SD appear to be adaptable and can be considered: Frequently, agile development teams use self assessments and subsequent peer reviews to verify individual workload and commitment.

As outlined in section 3, there are further practices of agile methods that focus on the quality of the outcome: test driven development, collective code ownership, refactoring, and keep it simple. We acknowledge these practices to be also useful in educational settings but we understand them to be highly dependant on features and methodologies of the used programming environments and tools (e.g. code repositories, automatic testing environments).

The use of agile practices in school SD projects has the potential for replacing the so far predominantly used sequential model. From discussions with teachers we know of the high interest, but a lack of knowledge and resources concerning the use of agile methods. This includes the demand for a revised project model. With AMoPCE, as outlined in this article, we present a model which explains ideas and realization possibilities of agile practices and which can be used as blueprint. In a next step of our research the model will be applied in classroom settings and it will be investigated, to which extend the expected benefits and problem solutions will be approved in practice.
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